Abstract—Component-Based software engineering provides an opportunity for better quality and increased productivity in software development by using reusable software components [10]. One of the most critical aspects of the quality of a software system is its performance. The systematic application of software performance engineering techniques throughout the development process can help to identify design alternatives that preserve desirable qualities such as extensibility and reusability while meeting performance objectives [1]. In the present scenario, software engineering methodologies strongly focus on the functionality of the system, while applying a “fix-it-later” approach to software performance aspects [3]. As a result, lengthy fine-tunings, expensive extra hardware, or even redesigns are necessary for the system to meet the performance requirements. In this paper, we propose design based, implementation independent, performance prediction approach to reduce the overhead associated in the later phases while developing a performance guaranteed software product with the help of Unified Modeling Language (UML).
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I. INTRODUCTION

The design and construction of future software systems will require the integration of software analysis and design methods with Software Performance Engineering (SPE) in reuse based software development. This integration allows software designers to explore design alternatives and select a design that provides the best overall combination of understandability, reusability, modifiability and performance so that software systems can meet performance goals [1]. Central to improve the practice of performance implementation is the understanding that good design and management of resources will avoid the component communication bottleneck. Effective planning enables the organization to identify what type of practices is required for their products and plan ahead of time [2].

A. Component-Based Development and Reuse

The reuse approach to software development has been used for many years. However, the recent emergence of new technologies has significantly increased the possibilities of building systems and applications from reusable components. Large scale component reuse leads to savings in development resources, enabling these resources to be applied to areas such as quality improvement. Experience has shown that component-based development requires a systematic approach to and focus on the component aspects of software development [19]. The building of systems from components and the building of components for different systems require established methodologies and processes not only in relation to the development/maintenance aspects, but also to the entire component and system lifecycle. There are a number of software engineering disciplines and processes, which require specific methodologies for application in component-based development.

Current thinking is that the progress of software development in the near future will depend very much on the successful establishment of CBSE and this is recognized by both industry and academia.

B. Software Performance Engineering (SPE)

SPE is a method for constructing systems to meet performance objectives [12]. The process begins early in development and uses quantitative techniques to identify satisfactory designs and to eliminate those that are likely to have unacceptable performance before developers invest significant time in their implementation. SPE continues through the detailed-design, implementation and testing phases to predict and manage the performance of the evolving software and to monitor and report actual performance against specifications and predictions.

In particular, performance properties are essential in the context of component based software production for two basic reasons [13]:

1. Among multiple component implementations providing the same functional behavior, the clients will choose those components that best fit their performance requirements.

2. If components have performance specifications, then the performance of the system can be compositionally derived based on its components, while the component
implementations need not be re-analyzed in each new context where they are used.

Our research work aims at developing a design based, implementation independent performance guaranteed software product by combining the most recent advances in the fields of: (i) Component based software engineering (CBSE) (ii) Software Performance Engineering (SPE) and (iii) UML modeling of CB systems design. Our basic idea is to adapt the SPE approach to CB development in the design phase to achieve success in both the components and CB applications that guarantee specific performance requirements.

C. Present State in Software Reuse World & SPE
In the research community, there are notable approaches to software performance engineering. Recent interest in software architectures has underscored the importance of architecture in achieving software quality objectives, including performance. While decisions made at every phase of the development process are important, architectural decisions have the greatest impact on quality attributes such as modifiability, reusability, reliability, and performance [11].

The methodology for performance engineering demands extra effort and capabilities. Much recent researches are aimed at automating the performance modeling process [3][7][8]. But there is a need to specify performance parameters in these models. It requires skilled people. Our research aimed at facilitating this modeling process in the design level with the help of most widely used software-modeling language, namely unified modeling language (UML). Consequently UML diagrams, especially sequence diagrams, collaboration diagrams, activity diagrams and deployment diagrams play an important role in this process.

II. IMPLEMENTATION
A. Performance Prediction Methodology
The SPE process begins with the system's use cases [6]. Use cases describe the major functionalities of the system. Here we focus on the scenarios that describe the use cases. The scenario shows the objects that participate and the messages that flow between them. Performance scenarios are the subset of the use case scenarios that are executed frequently, or those that are critical to the perceived performance of the system. We use Unified Modeling Language (UML) sequence diagrams (SD) to represent performance scenarios. The SD objects represent the components involved, and the SD messages represent the requests of execution of a component service or correspond to information/data exchanged between the components.

We can show synchronous and asynchronous messages in the UML using different types of arrowheads. In Fig. 1 the communication between CompB and CompC is a synchronous communication and between CompC and CompD is an asynchronous communication. Also CompD has a self-delegation loop. All these examples use standard UML notations. Additional extensions to the sequence diagram notation are in [14].

A UML activity diagram shows the operational workflow of a system i.e., it will tell us which activities are executing sequentially and concurrently.

In Fig. 2, activity 1 to activity 4 is sequential in nature. Then a condition check is taking place, if the condition is true (corresponding to the self-delegation loop in sequence diagram, control will go back to action 4 itself. If the condition is false, the control will go to activity 5.

In Fig. 3 action 1 and action 2 are concurrent activities. A UML deployment diagram (DD) shows the allocation of the software components of the system to the processing nodes and the interconnection between the processing nodes (processes, workstations, I/O devices). The same diagrams can be re-used for similar applications, by only updating the associated parameters. The SD and DD diagrams have to be annotated with the proper performance values and parameters (PAs). For example, system and component execution times, response times, resource utilization (CPU utilization, disk,
memory, network) I/O rates and average service time, network utilization, message size etc. A sample DD is shown in Fig. 4.

**Fig. 4 Deployment Diagram**

UML collaboration diagram describes how the software components interact. An illustration is given in Fig. 5. The transformation from a sequence diagram into a collaboration diagram is a bi-directional function. The difference between sequence diagrams and collaboration diagrams is that collaboration diagrams emphasize more on the structure than the sequence of interactions. Within sequence diagrams the order of interactions is established by vertical positioning whereas in collaboration diagrams the sequence is given by numbering the interactions. By observing the number of arrows leading to a particular component, the utilization of that component can be predicted. So the requests sent to that component by other components have to wait, therefore response time will be more for them, resulting in performance degradation.

**Fig. 5 Collaboration diagram**

Considering the DD nodes, the PA attributes concern the resource scheduling policy (i.e. the strategy by which the resource handles the different jobs), the resource utilization and the resource throughput that represents the amount of work provided per unit of time by a resource belonging to a certain node.

In Fig. 5, there is a two-way communication taking place between CompB and CompC. Also the CompD has to respond to CompC and it also has a self-loop. So from the diagram, CompC and CompD are the most utilized component nodes compared to other component nodes. So the performance attributes of these components have to be monitored seriously.

### B. Stages in Design Phase of SPE based Software development

In the design phase of the SPE based Software development, the following steps can be adopted.

<table>
<thead>
<tr>
<th>Input: set of components with performance parameters specified</th>
</tr>
</thead>
<tbody>
<tr>
<td>Step 1: Performances and objectives definition</td>
</tr>
<tr>
<td>Step 2: Define sequence diagrams to know the information flow between components</td>
</tr>
<tr>
<td>Step 3: Draw activity diagrams to know the operational work flow and computational activities of the system</td>
</tr>
<tr>
<td>Step 4: Draw collaboration diagrams from SD to know the most utilized component nodes</td>
</tr>
<tr>
<td>Step 5: Draw ED to know the interaction between the processing nodes (resources, method invocation, flow decision)</td>
</tr>
<tr>
<td>Step 6: Analyze diagrams in terms of performance parameters and component utilization</td>
</tr>
<tr>
<td>Step 7: Analyze cost/quality</td>
</tr>
</tbody>
</table>

**Output:** solution of the components and modeling of the application with performance requirements satisfied otherwise declaration of performance requirements unsatisfiable

**Fig. 6 Steps involved in performance Prediction**

### III. CONCLUSION

This paper presents a starting point towards an engineering approach to encompass performance prediction in component-based systems on the basis of design specification. We have defined an original approach that relies on, the most recent advances in the fields of: (i) Component based software engineering (CBSE) (ii) Software Performance Engineering (SPE) and (iii) UML modeling of CB systems. A stepwise approach to adapt the SPE approach to CB development in the design phase to achieve success in both the components and CB applications that guarantee specific performance requirements is given. Future work can propose an automated environment for implementation of the steps mentioned and its application to case studies coming from the industrial world.
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